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Abstract

Despite the promising benefits of data-driven applications to improve building performance, they are still developed on an ad-hoc basis, mainly due to the burden of discovering and reusing building data across deployment sites. Recent efforts in semantic data modelling aim to overcome these barriers, though application development remains building-specific, leading to bespoke configurations that cannot scale. This research seeks to establish a new regime of data-driven applications that are developed once and run across multiple buildings — similarly to the applications we download and use in our mobile phones. This research contributes to realising this vision in two ways: introducing (a) a method for automatic building metadata model generation through the lifecycle, and (b) a portable application development paradigm that offsets the burden of configuration in the authoring process. An overview of this vision and contributions are illustrated in Figure 1. These advancements are expected to overcome expertise barriers, reduce time for applications’ configuration and deployment, and thus, accelerate their adoption at scale.

Introduction and Motivation

Buildings are producing an ever-growing amount of data throughout their lifecycle. These data can be processed to enable a wide range of applications — such as predictive controls, fault detection and diagnostics, and demand response (Burak Gunay et al. (2019)) — able to improve building performance, increase occupants’ comfort, and deliver energy savings without significant capital outlay. Nevertheless, such applications have not been widely adopted mainly because their deployment is still ad-hoc, entailing repetitive efforts and expert knowledge to access, prepare and analyse data in each individual building (Bergmann et al. (2020)). Building data may be available in diverse sources and formats, either digital or analogue, creating silos produced by various stakeholders due to ad hoc data processing approaches and diverse lifecycle requirements (Luo et al. (2021)). As a result, discovering and reusing the necessary information requires a spectrum of skills and excessive manual interventions to process disparate data structures, fill the information gaps and configure applications at different deployment sites. Inevitably, this building-specific application development and deployment practice is challenging to scale-up.

Poor Data Delivery through the Building Lifecycle

Numerous metadata schemas have been devised to make building data more discoverable across the building lifecycle (Luo et al. (2021)). Industry Foundation Classes (IFC) provide 3D representations of building data to support the needs of design and construction phases. Whereas, operational requirements such as the identity of data sources, building assets, and the relationships between them may be represented using Project Haystack¹, Brick Schema (Balaji et al. (2018)), amongst others (Pritoni et al. (2021)). Yet, data acquisition for application development remains challenging. For example, Bhattacharya et al. reported an inability to run three simple diagnostics applications in 10 buildings due to a lack of the required semantic information richness (Bhattacharya et al. (2014)). To increase data discoverability, more emphasis is required on how to harmonise and reuse metadata representations to deliver sufficient data quality to application developers. However, compared to the growing number of new vocabularies (Pritoni et al. (2021)), the efforts to harmonise existing building data representations, especially between design and operation, and reuse them from the viewpoint of application developers, are only few (Schneider (2019); Fierro et al. (2020)). Overall, it is still unclear what and how design-stage data can be authored, processed and delivered from the design phase to the O&M phases for the configuration of data analytics.

Missing a Portable App Programming paradigm

Recent analytics platforms offer several methods for enabling the mass-customization of applications. Building Application Stack (BAS) (Krioukov et al. (2012)) provides a fuzzy query interface that enables application authors to describe the various building entities and their relation-

¹https://project-haystack.org/
ships. BuildingDepot (Weng et al. (2013)) restricts user applications to predefined sets of building entities, shifting the manual mapping of those to corresponding template elements. Mortar (Fierro et al. (2019)) requires several lines of code to write queries and application configuration logic while SkyFoundry (https://skyfoundry.com/) and Energon (He et al. (2021)) use purpose-built query languages to reduce lines of code, but still require developer-driven reconfiguration between deployment sites. These approaches often address only the relationship between descriptions of the building and the actual telemetry, leaving the implementation of application portability to the developer. Overall, we still lack a paradigm for developing applications once and reusing them in multiple buildings without the need for manual configuration.

Enabling Building Analytics at Scale

To address the aforementioned limitations, this work (a) develops a metadata integration method that aims to deliver high quality metadata from design to operation to support the scalable deployment of data-driven analytics, and (b) proposes the adoption of a programming model for self-configurable building applications by offsetting the configuration costs in the development process.

Automatic Design-Stage Metadata Delivery

To enable information delivery from design to operation, detailed mappings are specified between IFC, a prevalent building data standard in the design stages, and Brick Schema, a popular ontology that can be used for the configuration of building analytics during operational stages. Figure 2 presents an overview of the proposed method and toolchain. To support the process, the Knowledge Graph Generator (KGG) was developed to extract “IfcDistribution” and “IfcSpatial” elements from IFC, transforms them into a directed graph using BOT, FSO and Brick classes and relationships and load them in the knowledge graph database (Mavrokapnidis et al. (2021)). This initial version of the knowledge graph is then validated over predefined validation rules that express the required semantic information richness among the extracted Distribution and Spatial elements. Through this rule-checking mechanism, a list of IFC elements is produced that contain errors or, in other words, do not have the required relationships as defined by the validation rules.

To eliminate these errors, the Geometry Relation Checking (GRC) tool is developed to infer automatically missing associations between Distribution and Spatial components from IFC geometry inputs. Furthermore, a logical inferencing engine is used to infer additional semantics by implementing predefined if-then rules, while any unresolved issues can be resolved through manual inspection of the data and user enrichment with the aid of a Graphical User Interface (GUI). Finally, the knowledge graph can then be extended with virtual information (e.g. data points) using other metadata sources such as a BACnet network.

Figure 3: Illustrative example of IFC transformation into a RDF knowledge graph using BOT, FSO and Brick ontologies
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Figure 3 illustrates this data transformation and enrichment process. Overall, initial findings from implementing the method in a real-world project demonstrate its potential to eliminate semantic losses throughout the building lifecycle (Mavrokapnidis et al. (2023b)).
Programming Portable Building Applications

Generating a semantically rich graph model is prerequisite one-time cost for data-driven applications. Still, configuring a data-driven application to run on a given building remains a time-consuming and site-specific process. This section proposes a novel programming model that separates the application logic and the configuration with specific data input and a software system that allows their self-configuration and execution across various building configurations, expressed as Brick models. As illustrated in Figure 4, a building application is specified once and resolved across different buildings (i.e. Brick graphs), producing a site-specific implementation that is then executed over a time-series database.

To enable portability, the burden of configuration is being offset in the app specification process. In mode detail, building applications can be expressed in terms of computational quantities. A computational quantity (CQ) is an abstract numeric quantity that appears in the building, such as the mixed air temperature of an air-handling unit. These quantities are categorised as: (a) GraphCQ: resolution observed directly by sensors or other digital I/O points from the building management system, (b) ComputationalCQ: computed indirectly through other observations or CQs, or (c) DefaultCQ: assumed to be a default value.

Table 1 includes results from executing the first 4 rules of the APAR ruleset Schein et al. (2003), identifying faulty operations across the various AHUs located in the two buildings. More detailed findings are provided by Mavrokapnidis et al. (Mavrokapnidis et al. (2023a)).

Table 1: Sample results from the execution of APAR Rules

<table>
<thead>
<tr>
<th>APAR</th>
<th>Building</th>
<th>#AHUs with Fault</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rule1</td>
<td>Bldg1</td>
<td>9/17</td>
</tr>
<tr>
<td></td>
<td>Bldg2</td>
<td>2/7</td>
</tr>
<tr>
<td>Rule2</td>
<td>Bldg1</td>
<td>5/17</td>
</tr>
<tr>
<td></td>
<td>Bldg2</td>
<td>4/7</td>
</tr>
<tr>
<td>Rule3</td>
<td>Bldg1</td>
<td>11/17</td>
</tr>
<tr>
<td></td>
<td>Bldg2</td>
<td>4/7</td>
</tr>
<tr>
<td>Rule4</td>
<td>Bldg1</td>
<td>5/17</td>
</tr>
<tr>
<td></td>
<td>Bldg2</td>
<td>3/7</td>
</tr>
</tbody>
</table>

Conclusions

This research introduced (1) a workflow for the generation, checking and enrichment of design-stage metadata from IFC to Brick models, enabling their reuse by building application developers, and (2) a programming paradigm that eliminates the need to explicitly query metadata models in order to re-configure their applications across different buildings. Overall, this paper summarised findings and demonstrated the potential of these advancements to reduce manual and repetitive tasks during data discovery and application development, thereby accelerating the adoption of data-driven building applications.
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